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 Aspect oriented programming (AOP) is a new programming model that 

provides new concepts to handle cross-cutting concerns about code. The idea 

of introducing AOP in the internet of things (IoT) is inherited from the 

complexity of sensor operations involving data acquisition, processing, and 

communication, the need to support multiple simultaneous services for users 

particularly security services such as authentication, authorization, data 

traceability, and transaction management, and the challenges posed by the 

IoT deployments, the treatment of these data volumes lead to problematic 

code redundancy and cross-cutting concerns that compromise system 

maintainability. In this context, AOP enables the separation of core 

functionalities, data management, and cross-cutting concerns, allowing them 

to be developed and reused independently within the same codebase. To 

address these issues, this paper proposes an AOP model for IoT systems 

based on the Petri net representations. The model strategically integrates the 

core AOP advantages of modularity, reusability, and extensibility, 

microservices based architectural decomposition and specialized handling of 

sensor-specific requirements in IoT environments. 
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1. INTRODUCTION 

The internet of things (IoT) [1] is a contemporary technology that makes it possible to build a 

connected world based on physical objects that can be used in smart vehicles, water systems, smart home 

appliances, and other extensions that are integrated with software, electronics, and various sorts of sensors 

and networks that allow these objects to communicate and share data [2], [3]. Nowadays, IoT is an important 

and widely used low-area network characterized by low energy consumption, low memory, and the ability to 

use a large number of sensors. 

Development of these different systems in a single IoT application can be done by microservices 

[4], [5]. Each sensor can offer only one microservices due to its low memory; on the other side, one sensor 

can deal with several microservices [6]. This will cause redundancy codes and many cross-cutting concerns 

that affect various IoT device codes. To tackle this problem using aspect oriented programming (AOP) [7], a 

novel abstraction design technique in IoT technology was required to solve cross-cutting issues, provide 

entities that are simultaneously reusable, modular, and adaptable, produce code that can be dynamically 

deployed, and improve the data exchange between various sensors and the caliber of networked devices. 

https://creativecommons.org/licenses/by-sa/4.0/
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AOP is a methodology that provides separation of crosscutting concerns by introducing a new unit 

of modularization an aspect. Each aspect focuses on a specific crosscutting functionality [8]. These aspects 

are designed to be reusable and allow adding at any time a new behavior to a source code without altering or 

interacting with the other aspects [9]. In addition to the notion of aspect, aspect- oriented programming offers 

some important keys concepts [10], [11]: 

− Joinpoint is a precise definition of a point within an application code where it can be either a function or a 

procedure where it will be a cross-cutting concern. 

− Pointcut is an expression used to be matched with join points. The pointcut use three kinds of expressions 

(before, after, and around). 

− Advice is a part of the application code defining a cross-cutting concern that relies on a joinpoint. 

− Aspect is the most important mechanism in AOP; it is a unit allowing modularization of the code related 

to a final application code. 

− Weaving is the process that allows advice to be inserted into the functional application exactly at the join 

points. 

Applying AOP as a programming approach is an important focus area for developers especially in 

IoT paradigm. However, there is a very few of literature on the use of AOP in the IoT paradigm. 

− Maingret et al. [12] suggested a dynamic external behaviors issue. They separate and interconnect the 

context tracking from the control process in an IoT application. The use of AOP was to manage the 

dynamic external behaviors defined as aspects. In this work, the authors did not discuss the problems of 

microservices or data transactions. 

− Balakrishnan and Sangaiah [13] discussed some points based on the need for the IoT domain in 

distributed applications. They proposed an aspect oriented framework for IoT context to solving the 

limitation of the existing protocol in service discovery.  

− Velan [14] presented a literature review of service discovery in IoT applications. In this work, the AOP 

was used to evaluate the reconfiguration service in terms of aspect management, updating the parameters 

required for the service, and adding and removing components.  

− Balakrishnan and Sangaiah [15] proposed an AOP approach to address the issues involved in the analysis 

and treatment of data in IoT research. 

− Bansode [16] employs AOP to enhance system security and optimize performance within IoT 

environments.  

− Khalifa and Guelta [17] proposed an AOP model in an IoT-based Petri net graph that involves the use of 

an aspect entity to satisfy the requirements of the web services composition. 

To highlight the contribution of the use of AOP by microservices in IoT. There are some important 

points shared by aspect-oriented design in the goals of microservices utilized in IoT technology, namely: 

− Lightweight communication: communication between different sensors in IoT technology needs 

lightweight communication, which is offered by aspect-oriented design. 

− Independent deployable units: for microservices uses in IoT technology, it is very important that the 

services offered by each sensor be independent and deployable. Aspect-oriented programming offers 

"units" named aspects that are deployable independently. 

− Centralized management: both IoT technology and aspect-oriented programming are based on central 

management. 

− Independent development technologies. 

In this paper we present a first attempt to applying AOP in IoT technology for consider crosscutting 

concerns in IoT technology based Petri net model presenting in detail the hardware and software 

implementation, thus our contribution focuses on separating all crosscutting concerns from de microservices 

used by the IoT application and the solution found to integrate them in Aspect code. The method and 

proposed algorithm, discussion with a conclusion are proposed. 

 

 

2. PROPOSED ALGORITHM 

In this section, we introduce an algorithm that applies the AOP concept to separate crosscutting 

concerns occurring in microservices used for IoT systems, using Petri net-based formal semantics.  

Algorithm 1 illustrates the proposed method. Given as input three set L (representing sensors), A 

(representing crosscutting concerns implementing as an aspect code) and μS (representing the decomposed 

services requested by users). 

The algorithm is based on generating the data collected by the sensors: 

 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝐺𝑒𝑡 − 𝑑𝑎𝑡𝑎(𝐼𝐷𝑖 , 𝑂𝐷𝑖) (1) 
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First the data is collected and recorded based on the type and requirements of the sensors, we have:  
𝐼𝐷𝑖 𝑂𝐷𝑖 𝐷𝑖 . This function allow data to be stored in a database according to the sensor's ID, type, and 

specific requirements: 

 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝐴𝑑𝑑𝑆𝑒𝑟𝑣𝑖𝑐𝑒𝑠(𝜇𝑆′
𝑖 , 𝑆𝑖) (2) 

 

This function enables to create services as needed. For example, if a temperature control service is required, 

this service will be automatically added: 

 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝐴𝑠𝑝𝑒𝑐𝑡𝐴𝐷𝐷(𝑊𝑒𝑎𝑣𝑒𝑑,S𝑖 , 𝐴) (3) 

 

After data collection and service processing the algorithm finalizes the transition points in the Petri net graph 

(lines 15–20). 

 

𝐺𝑟𝑎𝑝ℎ𝑒𝑛𝑑 = 𝑔𝑟𝑎𝑝ℎ𝑒𝑛𝑑. 𝑝𝑟𝑜𝑐𝑒𝑒𝑑 (4) 

 

Algorithm 1. AOP for IoT based Petri net graph 
Input: Graphstart (Petri graph net start), 

 S (Set of available microservices) → S = {S1,S2 ,S3, . . ,Sn}, 
A (Set of Aspects) → A = {A1, A2, A3, . . , An}, 
L (Set of Sensors) → L={𝑆1, 𝑆2, 𝑆3, … . . , 𝑆𝑛} 
n (maximum number of Sensor) 

 A Sensor Sa = (Da, Ta, Aa, Wa, IDa, ODa ,Sa), Data Da = {D1, D2, D3, . . , Dn}    
Output: Graphend (completed or failure) 

 1: Graphend=empty; 

 2:          IDa ∈ Da 

 3:       m = ∑Services ∈ S //A microservice can intervene in one or more sensors. 
 4:        𝑆0=null 

 5:       for i=1 to n do L={𝑆1, 𝑆2, 𝑆3, … . . , 𝑆𝑛} 

 6:            for each sensor 𝑆𝑖 ∈ 𝐿 do: 
 7:                    function Get-data (IDi, ODi) 
 8:                     function AddService ( 𝑆i, 𝑆𝑖) 

 9:                     for each 𝐴 ∈ 𝑅 do 
10:                          if (𝑆𝑖 . 𝐶𝐶𝐶) = (𝐴. 𝐶𝐶𝐶) then // 𝐶𝐶𝐶 : Crosscutting Concerns 
11:                            function AspectADD(𝑊𝑒𝑎𝑣𝑒𝑑, 𝜇𝑆𝑖 , 𝐴) 
12:                         end if 

13:                      end for       

14:             end for                   

15:      OutputParameters=OutputParameters ∪  𝑆𝑖 . 𝑃𝑜  

16:      AddService ( 𝑆i, 𝑆𝑖) 

17:      Graphend= Graphend.proceed 

18:     end for  

19:     Graphend= Graphend.Completed  

20:     return failure 

 

2.1.  Layer diagram 

Figure 1 shows our proposed AOP layer-based IoT architecture, where aspects for microservices 

that are readily reusable in IoT applications can be generated, the device layer, communication layer, data 

acquisition layer, aspect-oriented abstract layer, and application layer are the five layers that make up this 

layer diagram. The device layer consists of sensors and actuators that interact with the IoT area network to 

collect data e.g., temperature and humidity, which will be sent to the data acquisition layer through the 

communication layer via the transmission control protocol (TCP) and user datagram protocol (UDP) transfer 

protocols. The data acquisition and processing layer consists of a microcontroller that allows read data from 

the sensors, controls the actuators, and creates microservices [18]. 

The device layer consists of physical devices belonging to the IoT environment, which collect and 

they can also change the state of the environment. The collected data will be transmitted to the data 

acquisition system through the communication layer using the two transfer protocols, TCP and/or UDP [19]. 

In this layer diagram, our proposed system utilizes a weaving process using the AspectJ of the AOP 

programming language, which is an underlay between the aspect layer and microservices layer. This 

underlayer allows you to create and add aspects in the aspect layer to separate cross-cutting concerns that 

occur in different microservices of the IoT application through the weaving process. Finally, the information 

will be sent to the client by the application layer in the form of web services via http, rest, coap, and message 

queue telemetry transport (MQTT) protocols [20]. 
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Figure 1. Layer diagram of AOP proposed model in IoT 

 

 

3. METHOD 

In this section, we explain how IoT technology uses the AOP paradigm to consider cross-cutting 

concerns in sensor microservices by employing a Petri net graph as the conceptual model. We give some 

definitions to help illustrate the concepts that are necessary background information. 

 

3.1.  Aspect oriented model for internet of things 

Introducing aspect-oriented programming in IoT technology for interpreting cross-cutting concerns 

in sensor microservices using the Petri net model focuses on five points: as shown in Figure 2. 

− Data entry: IoT sensors collect data from their cover area. The collection of data depends on some factors, 

such as the range of area needs and the user request. For example, in the application of IoT technology in 

agriculture, we need the use of data on temperature, humidity, and watering. 

− Data analysis: to utilize the data collected in the IoT system, the data must be within the acceptable range. 

The user request sends requests to the sensor network to detect temperature values within a predefined 

interval (TempMIN and TempMAX). Each device can issue several requests with different parameters. 

An example of a query sent by a monitoring device: find all sensors with temperature values in the range 

{10–12}. 

− Aspects creation: this step permits aspects to be added. Aspects are the most important entities in aspect-

oriented programming because they permit the separation and reuse of the cross-cutting concerns existing 

in the microservices of the sensor code. 

− Data weaving with aspect: aspects will be weaved dynamically with the final code before the transmission 

of data to the sink. 

− Data transmission: the collected and analyzed data must undergo the processing required by the 

microservices, and finally, it will be transmitted to the web service. 

Definition 1: a sensor (S) is defined by a 7 tuple. 

− S = (D, TP, A, DA, ID, OD,S), where, 

− D = { D1, D2, D3, … , Dn} represents the data collected, 

− TP = { TP1, TP2, TP3, … , TPn } represents the protocol used to transmit data to the sink, 

− A = { A1, A2, A3, … , An } represents aspects that consider crosscutting concerns in microservices used by 

the sensors, 

− DA ⊆ (D × TP) ∪ (TP × D) directed arcs, 

− ID: input data, 
− OD: output data after analysis and treatment, 

− S: sensor microservices. 

Definition 2: weaving processes (WP). 

Each aspect Ai ∈ A is represented by the tuple Ai =< CCC, Jpoint, Pcut, Adv >, 
− CCC: represents the crosscutting concerns that occur in microservices, 

− Adv: is a functionality designed to encapsulates CCC, 

− Jpoint: specific points in the microservices code that correspond to the aspect’s pointcuts, 
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− Pcut: is a function that connects a joinpoint to the advice. 

A weaving process establishes an explicit connection between each S and these cross-cutting concerns 

functionality CCC. 
 

WP=IDi → μSi ∆ {A1, A2, A3. . , An} → ODi  
 

− The WP have as input: IDi (input data of sensor number “i”), 

− and as output parameter: IDo(output data of sensor number “i”). 

The WP permits to weave all aspects {𝐴1,𝐴2,𝐴3..,𝐴𝑛} with each S offered by sensors. The weaving process 

can be executed in three types: 

− A WP type «before»: in this type the advice is executed before the the microservice Si. 

− An WP type «after»: the advice is executed after the execution of the microservice Si. 

− An WP type «around»: the advice exeuted around execution of the microservice Sa. 
 

 

 
 

Figure 2. AOP architectural IoT Petri net graph 
 

 

In Figure 3, we illustrate a diagram of our AOP model proposed for IoT technology, this functional 

diagram shows how our model uses AOP to manage core functionality. Data is initially collected by IoT 

sensors according to the parameters required (e.g., temperature readings). The data is then filtered and 

analyzed by the microservices layer according to contextual demands or threshold levels. Aspects hold 

crosscutting concerns occured in the application, and they are implemented and deployed separately to 

promote modularity and code reusability. Weaving process, provided by the AOP, integrates those concerns 

into the primary application by introducing their behavior at specific points in the execution (jointpoint, 

pointcut and advice), based on the information logged and on the setup of the final application. 
 
 

 
 

Figure 3. Functionality diagram of a basic AOP model for IoT 



                ISSN: 2089-4864 

Int J Reconfigurable & Embedded Syst, Vol. 14, No. 3, November 2025: 745-753 

750 

4. RESULTS AND DISCUSSION 

4.1.  Experimental analysis 

Our AOP model IoT is implemented and developed by the Java language using the software Eclipse 

Kura, inspired from [21], which utilizes a gateway for the IoT, the AspectJ [22] language for aspect-oriented 

programming, and by using the Eclipse Paho MQTT library, the software Kura provides a means of 

communication for those applications to take the data gathered from the sensors to the gateway by the MQTT 

brokers and web services [23]-[25]. 

 

4.2.  Illustration and discussion 

An example will be given in this section to better illustrate the proposed AOP model for the IoT-

based Petri net graph. Consider, for example, a smart agriculture area equipped with data collection for 

temperature control, gas control, smart water service, smart weather service, and energy management service. 

Consider the following services that can be used in this agriculture area: 

a. Temperature monitoring service: manages and processes the temperature monitoring (TM) data. 

b. Weather service: manages and processes the wind speed (WS) data. 

c. Watering service: manages and processes the soil moisture (SM) data. 

d. Lighting service: manages and processes the natural light measured (NLM) data. 

e. Energy management service: manages and processes the electrical voltage measured (EVM) data. 

Let consider five types of sensors: S1, S2, S3, S4, and S5 and let remember that sensor is defined by: 

S (D, TP, DA, , ID, OD,S). All information is given in Table 1. 
 

 

Table 1. Sensors information 
Sensor type Data (D) ID S Aspect cross-cutting concerns 

S1 TM TM{0-100}/° Data centered on temperature If Tem <10° or Tem >40° then call A1 

S2 WS WS{0,.15}/ms Data centered on wind speed If weather state=WS call A2 

S3 SM SM{0–100%} Data centered on soil measure If SM<30° call A3 (alert threshold) 

S4 NLM NLM{1, 10, 30, 

100} mille lux 

Lighting servcie If NLM<10 call A4 for supplemental 
lighting 

S5 EVM EVM{0-250 v} Energy management servcie If EVM> 250 call service A5 

 
 

Understanding the contribution of aspect-oriented programming to IoT applications necessitates the 

careful definition of aspect entities and their role in separating crosscutting concerns within the 

microservices. The aspects are programmed with the AspectJ. These aspects have been utilized to the 

information in Table 1. Although both TCP and UDP transmission protocols can be used in IoT systems, we 

have used only the TCP protocol in this work. The MQTT protocol was employed to enable communication 

between the sensors and the end user. 

In order to understand the contribution of applying aspects for separate crosscutting concerns in the 

IoT application, Figure 4 displays a bar graph that provides a statistical representation of the use of aspects in 

an IoT application. To sum up, applying aspect-oriented programming in IoT applications with the AsecptJ 

language has shown a considerable increase in reusability and modularity, which are key factors contributing 

to a higher level of programming quality. 
 

 

 
 

Figure 4. Code reusability in AspectJ 
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4.3.  Relative performance analysis of programming methods in internet of things 

IoT applications often rely on a large number of sensors operating under limited resources 

particularly memory and energy. Among these constraints, memory and energy consumption are especially 

critical. when these sensors are deployed using object-oriented programming (OOP), the OOP handle the 

crosscutting concerns by duplicating the Business logic across multiple modules. This leads to lager 

codebase, increased CPU usage and consequently higher memory consumption and energy consumption, 

values per percentage is shown in Figure 5 and Table 2. 

 

 

 
 

Figure 5. The benchmark methods comparison 

 

 

Table 2. Comparison of memory consumption 
Methods OOP (%)  AOP (%) 

Memory consumption 100 60 
Execution efficiency 100 80 

Code redundancy 120 15.3 

Scalability in IoT systems 60 80 

 

 

Using the current AOP programming method, the memory consumption is lower due to its modular 

aspect design up to 60% compared by OOP which is higher because of the duplicated logic across final code 

approaching to 100% use of memory. The execution efficiency in a simulation of an IoT application, lasting 

10 minutes and using 500 sensors with a reading every 5 seconds, was evaluated using Java for OOP and 

AspectJ for AOP. The results showed that execution time was significantly higher in the OOP model due to 

redundant logic. In contrast, the increase in reusability and modularity in the AOP approach enabled a 

reduction in execution time, decreasing from 100% to 80%. 

 

 

5. CONCLUSION 

Aspect AOP enables better separation of crosscutting concerns from the main application code by 

encapsulating them into modular aspects. In this research, we demonstrate that applying AOP in IoT 

applications compared to OOP can lead to a reduction in memory and energy consumption by up to 50%, 

while also improving code reusability by eliminating redundant code in the final application. Furthermore, 

execution time was improved by up to 65%. In future work, we propose to explore the dynamic deployment 

of aspect-oriented components to further enhance adaptability and efficiency. 
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