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 The main purpose of passwords is to prevent unauthorized people from 

accessing the system. The rise in internet users has led to an increase in 

password hacking, which has resulted in a variety of problems. These issues 

include opponents stealing a company's or nation's private information and 

harming the economy or the organization's security. Password hacking is a 

common tool used by hackers for illegal purposes. Password security against 

hackers is essential. There are several ways to hack passwords, including 

traffic interception, social engineering, credential stuffing, and password 

spraying. In an attempt to prevent hacking, hashing algorithms are therefore 

mostly employed to hash passwords, making password cracking more 

difficult. In the suggested work, several hashing techniques, including 

message digest (MD5), secure hash algorithms (SHA1, SHA2, and SHA3) 

have been used. They have become vulnerable as a result of being used to 

store passwords. A rainbow table attack is conceivable. Passwords produced 

with different hash algorithms can have their hash values attacked with the 

help of the Hashcat program. It is proven that the SHA3 algorithm can help 

with more secure password storage when compared to other algorithms. 
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1. INTRODUCTION 

At present, advances in communication technology, transmission, and storage in electronic form are 

now considered very important. When the data sent from the sender to the receiver must be secured, the main 

idea about data security is data confidentiality is the ability to maintain confidentiality so that unauthorized 

persons can read information. The mechanism that will help achieve the objectives in this area is the 

encryption of the data itself. data integrity is the ability to maintain the integrity and integrity of the data so 

that the data will not be lost or altered in any way. The mechanism that helps to achieve this objective is the 

hash function process and availability is the ability to identify the person who has access to information. The 

simplest mechanism to achieve this objective is the identity verification process authentication to access the 

system. Authentication is regarded as a crucial security measure for all IT systems. It serves as a safeguard 

that only authorized users are permitted to access and utilize the systems. Additionally, it may be utilized to 

thwart phishing [1] and information fabrication [2] assaults. 

The most widely used authentication technique in use today is the password. It is the primary 

technique for confirming a user's authorization before allowing them access to an IT system [3], [4]. Many 
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people have developed strategies to assist make passwords more safe because of how important they are. For 

instance, some organizations only permit the use of passwords for a certain period of time, while others 

encourage their staff to create passwords that are challenging to decipher. Sadly, a lot of individuals still 

prioritize convenience over security. In other words, a lot of people still use weak passwords, and a lot of 

people even use the same password across many accounts. The brute-force attack is one of the frequent 

attacks that risk user-sensitive data. Password guessing utilizing automated software that creates several 

passwords in order to access message content is known as the brute force attack approach [5]. Therefore, it is 

the responsibility of the systems or service providers to figure out how to protect such credentials. Without a 

safe method of saving or storing passwords, it is feasible for an adversary to obtain the credentials and use 

them for malicious purposes. 

Cryptographic hash algorithms like message digest (MD5) algorithm [6] and secure hash algorithm 

(SHA) [7] are a common technique that individuals have used to keep passwords more secure. In other words, 

password hash values are saved in the database rather than plaintext passwords. The issue with these routines is 

that their primary purpose of message integrity checking requires them to be extremely quick. Because it 

enables a rainbow table assault [8] or a dictionary attack [9] and the brute force attack [10], MD5 and SHA1 

speed is seen as the primary enemies of passwords. With current technology, a graphic processing unit (GPU) 

can compute more than 100 million MD5 hashes per second [4]. Furthermore, among of the most potent and 

dangerous assaults on the internet are distributed denial of service (DDoS) and denial of service (DoS), which 

bombard servers with massive volumes of traffic in an attempt to prevent users from accessing them [11]. This 

means that passwords with one to six characters may be broken quickly, but passwords with more characters 

would take longer to crack. A rainbow table has been made as a result. A rainbowtable is a large database that 

contains already-calculated hash values for potential plaintext patterns [12]. This implies that in order to 

determine the associated plaintext, an adversary merely has to compare the hash values of the passwords in a 

password database with those in the rainbow table. This suggests that employing only cryptographic hash 

methods to maintain passwords is insufficient. Attackers were able to gain access to a record of 15 million 

SHA1 hash values of compromised passwords stored in the social network's database. This is a well-known 

case [13]. The rainbow table was used to search for associated plaintext passwords once the hash values were 

entered. Later, the social network must inform users that security improvements are needed, such as updating 

passwords and finding better ways to store passwords. Choose how to add salt. This is a random integer that is 

added to the front of the password before the hash function is considered more secure. In this study We will 

show that this also does not withstand attacks.. Searching for algorithms that help provide secure, dynamic 

password storage. Instead, connecting them together is the main goal of this study. Each password's storage 

usage is different. As a result, password storage will be able to store passwords more securely. 

From these safety concepts and objectives in terms of the accuracy of the data, there are techniques 

that can be used to verify the accuracy of the data. Process hash function which has the property to reduce the 

size of the data. When data is hashed via hash function The results are specific to each field. It can also be 

used for security purposes. This is used in conjunction with storing passwords to verify access to the system. 

Authentication methods are an easy way to verify access. By verifying this identity with a username and 

password, the information used to verify this identity should be kept confidential. Safe from malicious 

attacks because if an attacker or a malicious person can know the information used for this authentication. 

The stored information may no longer be confidential. In most password storage systems such information 

will be stored in the system database. By setting a password to access the system, there will be a mechanism 

to help set the password to be more secure, such as setting the length of the password. Setting up a password 

pattern or even taking time to change a new password. As a result, this study focuses on determining the 

modification detection codes hash function's processing speed performance as a benchmark for assessing and 

contrasting the effectiveness of saving passwords in the database system. include MD5, SHA1, SHA2, and 

SHA3 algorithms, all of which have an impact on the security of data validation and storage, the production 

of digital signatures, and even the saving of passwords as a hash function. 

The rest of this paper is organized as follows. Section 2 literature review of background knowledge 

and existing password storage systems, as well as an analysis of each. Section 3 methodology and proposed a 

scheme for value into a password. Section 4 shows the results of algorithms performance. Section 5 gives a 

summary of the paper and a plan on the future work. 

 

 

2. LITERATURE REVIEW 

This section gives a summary of the fundamental understanding of password storage techniques as well 

as the state of the art in password research. The section starts with a quick introduction of cryptographic hash 

functions, which are currently popularly employed to store passwords. Then we present studies of the password-

storage techniques now in use. The latest research on passwords and password-related subjects is also offered. 
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2.1.  Hash function cryptography 

Cryptographically, a hash function is any function that can be used to convert data of any size into 

fixed-sized data values. Some hash functions can also output variable length data [14]. The result of a hash 

function is known as hashes, hash values, hash codes, digests, or simply hashes. The values are commonly 

used to index a hash table, which is a fixed-size table. The process of hashing, also known as scatter storage 

addressing, involves using a hash function to index a hash table. To access data in a tiny and practically 

constant amount of time every retrieval, hash functions and the accompanying hash tables are employed in 

data storage and retrieval applications. They just need a little amount of storage space, somewhat more than 

what is needed for the actual data or records. Hashing is a method of accessing data that is both 

computationally and storage-efficient. It circumvents the arbitrarily long storage requirements of direct 

access to state spaces with large or variable-length keys, as well as the irregular access times of organized 

trees and sorted and unordered lists. 

 

2.2.  MD5 algorithm 

Rivest [6] developed the message digest algorithm 5, or MD5. Among the MD family of hash 

algorithms, it is the most often utilized. A 128-bit hash value is produced by MD5 using any length of input. 

Over the years, MD5 has gained a lot of popularity, although flaws have been revealed where collisions 

might be located in a reasonable period of time. MD5 is the most often used algorithm for verifying file 

integrity. It is also used in other security protocols and applications, such as secure shell (SSH), secure socket 

leyer (SSL), and internet protocol security (IPSec). Some applications improve the MD5 technique by 

including a salt value into the plaintext or utilizing the hash function multiple times. Dobbertin revealed in 

1996 that MD5 was the subject of collision attacks. Additionally, successful collision attacks against MD5 

were documented in [15]. Prior research has also shown that MD5 collision attacks have improved [16], [17]. 

 

2.3.  Modern hash algorithm 

The family of cryptographic hash methods known as SHA, which consists of three standards such as 

SHA-1, SHA-2, and SHA3, is now the most widely used. The Federal Information Processing Standard 

(FIPS PUB) 180-1 [18] has a description of the SHA-1 algorithm, which was created in 1995. The frayed 

prefix collision attack was created and put into use in 2017 [19]. The computational complexity of the attack 

is 263 [10]. As SHA-1 is no longer believed to be resistant to collision attacks, using it is no longer advised 

[20]. By 2022, no upgrade will enable any collision attack to be faster than a general assault due to the 

collision-resistant nature of the SHA-2 algorithm [21]. Although collision attacks on SHA-2 with fewer 

rounds have been proposed, they are only beneficial in theory since they cannot be utilized against the 

complete SHA-2 algorithm [22]. Because SHA-2 is built on the Davis-Meyer structure, theorists were deeply 

concerned that attacks based on differential cryptanalysis may be created against it. This finding led to the 

creation of the new SHA-3 standard [23]. The secure hash algorithm with the SHA-3 algorithm was created 

by a group of four scientists led by Joan Dymen in the 2012 special competition of the National Institute of 

Standards and Technology. Keccak became the winner. This function is used to develop the SHA-3 

algorithm encryption standard [24]. 

 

2.4.  Password storing and related work 

The primary issue examined in this work is comparing algorithms to safely store passwords, and this 

has to be emphasized once again. In addition to the basics covered in previous sections, we'll let take a look 

at what other researchers have done to improve password security and secure password storage. Before a 

suggested comparison technique for storing passwords is considered [25], it is required to first look at the 

currently used approaches. Now let's go over and evaluate each technique individually. 

 

2.4.1. Plaintext password storing 

A database may store a password in its unencrypted state, which is the easiest method to do so. This 

indicates that a human-readable format for users and passwords is used to store them in the database. The 

password database will also record a password with the value 1,234, for instance, if it is 1,234. When a user 

signs in, the system will ask for their username and password, which it will then compare to the database to 

verify whether they match. If so, access to the system will be granted to the user. In terms of security, this is 

the worst way to keep a password safe. It's because, in the event that a threat actor gained access to the 

password database, they would be able to read every user's password right away. Therefore, every password 

would be vulnerable. 
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2.4.2. Encrypted password storing 

Encryption has become popular as a technique to lessen the chance that passwords may be made 

public. Using a secret key, the function of encryption converts plaintext into ciphertext. As a result, an 

attacker would not be able to examine the passwords in plaintext even if they had access to the password 

database. Cryptotext would be the sole place to view passwords. 

This can seem safe at first glance. However, this strategy has a flaw. It is a challenge because secret 

keys, or the keys used to encrypt and decrypt passwords, are often kept in the same database as passwords. 

This implies that if the password database was compromised, the attacker would also be able to gain access 

to the stored keys. Therefore, he or she might use it to decode every password that was encrypted in 

ciphertext and get the passwords in plaintext format. As a result, this approach is likewise seen as unsafe. 

 

2.4.3. Hash password storing 

Password hashing is the process of entering a password into a cryptographic hash algorithm like 

MD5. Following processing and output scrambling, it looks to be some random value. For instance, while 

processing the 1234 password input using the MD5 technique, we get the corresponding hash value of 

81dc9bdb52d04dc20036dbd8313ed055. 
This strategy is commonly used in password management systems. This is because the database only 

stores the password's hash value. When a user registers with the system, the password hash value is produced 

and compared to the value kept in the database, rather than being stored in plain text format. If both numbers 

match, the system accepts the password and allows the user to log in. If the passwords do not match, the user 

must try to log in again. 

The storage of passwords using a hash function seems to be a secure practice. This is due to the fact 

that a password will not be seen in plaintext even if an attacker has access to the password database. Large 

social networks' users' passwords have, however, been exposed to the public in a number of high-profile 

situations in recent years. This is made feasible by the rainbow table attack or technique, which is effectively 

a pre-calculated hash value of potential plaintext [26], [27]. As a result, if password hash values are revealed, 

an attacker can use the rainbow table to find the matching plaintext passwords. 

Nevertheless, not every combination of plaintext or password has been discovered in the rainbow 

table. When rainbow table hash values are missing, this indicates that they are either unpre-computed 

plaintext or the hash values of lengthy, difficult passwords. However, as the rainbow table gets bigger over 

time, more passwords will inevitably be discovered. 

 

2.4.4. Double hash password storing 

This approach is comparable to the password hashing approach described above. The difference is 

that a different hash function or the same hash algorithm is used to hash the given hash value once more, as 

opposed to only hashing a password once. The amount of hash iterations must be known in order to create a 

database resembling the rainbow table, even if this approach makes it harder for the attacker to obtain the 

passwords. 

 

2.4.5. Salted hash password storing 

There has to be a solution to assuage the worry caused by the rainbow table. The introduction of a 

salt value was motivated by [25], [28]. Before hashing a password, a random string of characters or numbers 

appended to the start or end of the password is known as a salt. To put it another way, we compute 

h(saltabpassword) rather of just hashing a password, h(password). Each password is given a unique salt value 

in this manner, and each password is also saved in clear text in the same password database. This implies that 

an attacker could still use the rainbow table to discover the plaintext password if they knew the salt value and 

its location. 

Many websites and organizations have recently started using this technique to safeguard user 

passwords. However, the salt value is frequently inserted either at the beginning or end of a password. We 

believe that the position of the salt value can influence how securely passwords are kept. Finding a technique 

to set the salt value so that saved passwords grow harder to break while maintaining a reasonable level of 

performance is therefore important. This research's primary goal is to achieve this. 

 

 

3. METHOD 

3.1.  Approach for securely storing passwords 

In the event that a user registers their password, it is crucial to verify the quality of the supplied 

password before keeping it. To guarantee that it is not too simple to be compromised, we advise doing this. 

According to the password quality index developed by Ma et al. [29], a strong password must include at least 
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eight characters, three of which must be special characters. The password must also contain some digits. 

Table 1 provides a summary of the criteria. In the following phase, we will make advantage of this. 

As previously indicated, Ma et al. [29] research discovered that the length of time needed to 

decipher a password may be used to gauge its strength. In addition, they came to the conclusion that a 

password should include at least eight characters and at least three special characters in it. A stronger 

password should also include digits. In our design trials, these ideas and character combinations will be 

employed. Table 2 provides a list of the characters that will be employed. 

The next stage is to build a rainbow table with an Intel Core i7 central processing unit (CPU) 

clocked at 2.50 GHz and 24 GB of random access memory (RAM), then install the Kali Linux operating 

system on virtual box software. The purpose of this is to ascertain the minimum password length necessary to 

withstand the rainbow table attack. The rainbow table was created using Rainbowcrack version 1.8. It was 

also used to calculate how long it would take to complete the rainbow table using various password lengths. 

Additionally, the time needed to build a rainbow table using a GPU with the same password sizes is 

contrasted to that of the CPU. This data was taken from Ferrara [30]. Table 3 shows the time it took to create 

a rainbow table with the CPU and GPU in this experiment. 

 

 

Table 1. Criteria for secure password 
Criterion Property 

The quantity of special characters 3 minimum characters 
The quantity of numberical values 1 minimum number 

The quantity of letters values 1 minimum letter 

The quantity of pasword length 8 or more characters minimum 

 

 

Table 2. Character sets for passwords 
Type of character sets for passwords Characters 

The special characters !"#$%&'()*+,-./:;<=>?@[\]^_`{|}~ 

The numberical values 0123456789 
The lowercase letters abcdefghijklmnopqrstuvwxyz 

The capital letters ABCDEFGHIJKLMNOPQRSTUVWXYZ 

 

 

Table 3. The time required to create a rainbow table 
Length of passwords Number of posibilities Computations time of CPU Computations time of GPU 

4 characters 35,153,041 3 minutes 0.0083 seconds 

5 characters 2,706,784,157 3.75 hours 0.64 seconds 

6 characters 208,422,380,089 12 days 49 seconds 
7 characters 16,048,523,266,853 2.5 years 1.06 hours 

8 characters 1,235,736,291,547,681 195 years 3.4 days 

9 characters 2 ^ 53.6112 4 years 287 days 16 months 40 seconds 
10 characters 2 ^ 59.5654 297 years 3 years 123 days 

 

 

We may gain a basic understanding of the appropriate input sizes by looking at the results in  

Table 3. To put it another way, Table 3 shows that it is exceedingly hard to construct a full rainbow table, 

that is, a table with every possible combination of plaintext and hash value, if the input is nine characters or 

longer. The outcome of Table 3 also shows that approximately the same amount of time was required to hash 

inputs with lengths ranging from 9-10 characters. 

 

3.2. Proposed scheme hash algorithm 

In this step, the user's input pattern is used to create a hash for the input password using an algorithm 

such as MD5, SHA1, SHA2, and SHA3. In the next step, the resulting hash value is stored in the tables 

created for each algorithm in MySQL so that the strength of the hash values can be compared. The method 

used in this study to arrange the results, which involves storing each hash value for each hashing technique in 

a separate table to improve results organization, has not been discussed in any of the relevant publications. 

The following step is shown in Figure 1. 

The researcher processed the original text in each format in the next steps. The hash value of the 

function is the result. After that, attack tests are performed using the hash value obtained from each function. To 

confirm the safety of each type of method. To compare the effectiveness of storing passwords with the most 

secure method. This is consistent with the research of the past [31], [32] which stores the results of each hash 

value function. The test results and a summary of the experimental results will be presented in the next section. 
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Figure 1. Process flow of create hash values 

 

 

4. RESULTS AND DISCUSSION 

In this section, we describe the two-fold analysis of the proposed method. The algorithm's speed in 

comparison to alternative password storage techniques is the first factor. Attack tolerance is the second. 

Before moving into the specifics of the studies and findings, it must be noted that we created our test program 

in personal home page (PHP hypertext processor) since MD5, SHA1, SHA2, and SHA3, the two most 

fundamental one-way hash algorithms, were readily available. In order to run the PHP script on the web 

server, Apache was utilized as the service. Hash values were stored in a MySQL database, which was 

controlled using phpMyAdmin. 

 

4.1.  Speed analysis 

The experiment included different password storage techniques together with MD5, SHA1, SHA2, 

and SHA3. There was to take into account how long it took to calculate the resulting hash values of inputs 

passwords of various sizes. The 100 passwords from Cruz [33] a website that has ten thousand of the most 

popular passwords. A thousand times were used to hash each password. It was determined how long it takes 

to finish one hash on average. Table 4 displays the results. 

 

 

Table 4. The time required to hash inputs of various sizes 
Number of 

characters (bytes) 
Computations time (ms) 

of MD5 
Computations time (ms) 

of SHA1 
Computations time (ms) 

of SHA2 
Computations time (ms) 

of SHA3 

4 0.00586 0.03198 0.031982 0.03711 

8 0.00781 0.032715 0.033936 0.04102 

16 0.00903 0.03906 0.04590 0.04883 
32 0.02002 0.04004 0.05200 0.06104 

64 0.02173 0.04834 0.05615 0.08398 

128 0.02319 0.07300 0.08813 0.10425 
256 0.03198 0.11011 0.11108 0.1250 

512 0.04102 0.14307 0.16284 0.2290 

1024 0.04614 0.15601 0.25903 0.27548 

2048 0.06982 0.17407 0.42285 1.13208 

 

 

It may be seen that while calculating the hash value of inputs of different sizes using MD5, SHA1, 

SHA2, and SHA3 algorithms. Table 4 shows the time it takes to process the hash function of each algorithm 

according to the size of the data. It was found that as the size of the data increases, the time required to 

process the data increases accordingly. As for the data processing speed performance measurement, the MD5 

algorithm has the highest data processing speed, followed by the SHA1 algorithm, which has a similar speed 

to the algorithm. SHA2 and SHA3. Finally, the SHA3 algorithm takes the most time to process. 

 

4.2.  Security analysis 

In this section, to emphasize once again, the main objective of this research is to compare algorithms 

for securely storing passwords using MD5, SHA1, SHA2, and SHA3. Therefore, it is necessary to test the 

safety of the proposed method. For assessing attack resistance, it is assumed that the attacker has access to a 

password database that contains users, salt values, and password hash values. Finding a plaintext password 

from the provided data is the attacker's responsibility. We employ the well-known Hashcat [34] program, 
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which is used for password breach and recovery, in this study. Moreover, the list of passwords we analyzed 

Weak and strong passwords are the two types that they come under. The worst passwords for 2023 are on the 

listed of weak passwords, which was put up by Cruz [33]. The strong password list is designed to include 

special characters and/or numerals [35]. Table 5 displays both passwords. 
 

 

Table 5. The character sets for passwords 
Weak passwords Strong passwords 

123456 P@ssw0rd 
password p@ssw0rd1234 

123456789 charles&jun!0r@ 

12345678 Qw3rty1234 
1234567 Willi@md@ll@s 

password1 J3llyFish 

12345 p@ssw0rd1@dmin 
1234567890 S3cur3Dev!ce 

1234 Il0vey0u7777 

qwerty123 A11B1ack$! 
qwertyuiop MaryHad_A_Sm@ll 

1q2w3e4r wroaps9ds 

1qaz2wsx Doct0rH0use. 
superman @damS@ndler 

iloveyou DisneyL@nd3 
qwerty1 ILov3MyPi@no 

qwerty Jul1eLovesK3v1n 

123456a I34tcarr0ts 
letmein cookie%peanut@ 

football m0nkEyil0vey0u 

 

 

The security level of the password approach was compared and evaluated using the following 

techniques. The first technique used the MD5, SHA1, SHA2, and SHA3 algorithms to calculate a hash value 

from a plaintext password directly. Multiple iterations were the second technique. This method was used 

more than once to hash a password in plaintext. Stated otherwise, the hash function's result would be 

repeatedly generated. The passwords in this study were hashed twice before the results were entered into the 

database. Simulating assault scenarios was the following stage. The password database, which contained 

usernames and hash values, was thought to be accessible to an attacker. These were the only pieces of 

knowledge the attacker had. The purpose of the attack was to convert the relevant plaintext passwords from 

the hash values. This study employed the Hashcat program [34] as an attack tool. In order to conduct the 

experiment, Hashcat version 6.2.5 was used to test attacks on both the passwords listed in Table 5, such as 

weak and strong passwords. Additionally, we categorized our experimentation into two basic assault 

scenarios, which are best explained by the following. 

 

4.2.1. Scenario 1 

Scenario 1 included using the two techniques to get into stored weak passwords. The one-way hash 

functions were MD5, SHA1, SHA2, and SHA3. The outcomes of the first attack scenario are displayed in 

Table 6. It can be seen that when used to attack the hash value of weak password. Table 6 shows that all 

algorithms can be able to attack 19 out of 20 passwords, according to 95% of all passwords. Therefore, it can 

be concluded that storing passwords using weak passwords that have been processed using MD5, SHA1, 

SHA2, and SHA3 hash algorithms is not resistant to attacks. 

 

 

Table 6. The results of scenario 1 
Password hash algorithm Attack password success (%) 

MD5 95 

SHA1 95 

SHA2 95 
SHA3 95 

 

 

4.2.2. Scenario 2 

Scenario 2 included using the two techniques to get into stored strong passwords. The one-way hash 

functions were MD5, SHA1, SHA2, and SHA3. The outcomes of the second attack scenario are shown in 

Table 7. It can be seen that when used to attack the hash value of strong password. Table 7 shows that MD5 
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and SHA1 algorithm can be able to attack 7 out of 20 passwords, according to 35% of all passwords. The 

SHA2 algorithm can be able to attack 6 out of 20 passwords, according to 30% of all passwords. The SHA3 

algorithm can be able to attack 4 out of 20 passwords, according to 20% of all passwords. 

 

 

Table 7. The results of scenario 2 
Password hash algorithm Attack password success (%) 

MD5 35 

SHA1 35 

SHA2 30 

SHA3 20 

 

 

5. CONCLUSION 

One of the most used forms of authentication is a password. Although using a password for 

authentication really works. But there are some things to consider. This paper's main topic is to compare hash 

functions and how to secure storing passwords. The researcher initially conducted a study and discovered that 

current password storage techniques were not as safe as they should be. The approaches of password storing 

with no salt, numerous iterations, fixed and dynamic salt were among those currently in use for password 

storage. They were all open to an assault. 

The main aim of this article is to compare ways to store passwords more securely. Start by 

comparing the strength of strong and weak passwords. This is the article's first contribution. After conducting 

research, we discovered that the rainbow table needed to withstand the onslaught. There are two sections to 

the analysis of the suggested approach. The first is the outcome of the examination of speed. It was found 

that the MD5 algorithm's execution time was the fastest, followed by SHA1, which had a similar speed to the 

MD5 algorithm, followed by the SHA2 algorithm, and finally, the MD5 algorithm. SHA3 algorithm which 

takes the most time. This is because the MD5 algorithm is processed in 64 rounds to get a 128-bit hash 

function value. The SHA1 algorithm is processed. 80 rounds to get a 160-bit hash function. The SHA2 

algorithm has 64 rounds and the SHA3 algorithm has 128 rounds. 
The second analysis is the security analysis. Both strong and weak passwords are used for this, along 

with a one-way hash mechanism. Then, the Hashcat program was used to attack them. The results showed 

that Hashcat had the lowest success rate when it came to breaking passwords stored in SHA3 algorithm. 

Thus, the SHA3 algorithm can help with more secure password storage when compared to other hashing 

algorithms. However, Although the SHA3 algorithm is more secure at storing passwords than other 

algorithms tested, if you want to use it for storing passwords in a database system, can may need to add salt 

technique or the salt and slow hash algorithm in the feature work, which will make passwords more secure. 
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